Developing guideline-based decision support systems using protégé and jess
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\section*{Abstract}

The Institute of Medicine has identified both computerized physician order entry and electronic prescription as keys to reducing medication errors and improving safety. Many computerized clinical decision support systems can enhance practitioner performance. However, the development of such systems involves a long cycle time that makes it difficult to apply them on a wider scale. This paper presents a suite of guideline modeling and execution tools, built on Protégé, Jess and Java technologies, which are easy to use, and also capable of automatically synthesizing clinical decision support systems for clinical practice guidelines of moderate complexity.

© 2010 Elsevier Ireland Ltd. All rights reserved.

1. Introduction

A clinical practice guideline (CPG) is a systematically developed statement designed by expert clinicians to assist practitioners in deciding about appropriate healthcare choices for a specific clinical condition [1]. Adherence to evidence-based practice guidelines examined in a study averaged approximately 59% nationwide in the US [2]. Guideline adherence by physicians still has room to improve. Most guidelines, such as the Adult Treatment Plan III (ATP III) for hypercholesterolemia [3], are relatively complicated so that the physicians might not adhere to them everytime.

Computerized clinical decision support systems (CDSSs) are information systems designed to improve clinical decision-making [4]. They may make use of a spreadsheet, graphical tools, and artificial intelligence to present data. In general, CDSSs are especially helpful when the clinical data and rules are highly complex and on a large scale [5]. Historically, much of the development of expert systems occurred in the 1970s [6,7]. Literature on the effects of health information technology (HIT) revealed that implementing an electronic health record (EHR) system with a CDSS could increase the delivery of care that would adhere to guidelines and protocols, enhance the capacity of care delivery, reduce rates of medication errors, and decrease utilization of care [8].
To address these issues, a CDSS which integrates the CPG into a computerized physician order entry (CPOE) system that aimed to improve the health care quality and enhance the adherence to CPG has been developed [9]. Although the CPG-embedded CDSS works well, it was developed manually by hard-coding the logic of a CPG into the underlying CDSS. Consequently, it is not easy for physicians to understand the logic working behind the scene. Furthermore, any changes in the logic of the CPG necessitate significant re-working of the CDSS. Therefore, we looked into the feasibility of developing guideline-based CDSS using existing software tools to overcome such weakness.

2. Materials and methods

2.1. Overview

This paper presents a suite of guideline modeling and execution tools which we developed. Our tools were built on top of Protégé [10] (version 3.0), Jess [11] (version 6.0), and Java technology (version 1.4, Sun Microsystems, Inc., USA). There are two major parts of the system: (1) the modeling part in Protégé and (2) the execution part based on Jess. Protégé is a free, open source ontology editor and knowledge-base framework developed at Stanford University (Palo Alto, CA, USA). It provides a very powerful environment and a plug-in application programming interface (API) to develop customized knowledge-based applications. Furthermore, Protégé also supports the construction of object instances from predefined classes using a drag-and-drop mechanism in a visualized environment. Based on Protégé’s mechanisms, we have built a guideline authoring environment that models the logic and rules of a guideline using a decision graph (DG) with a visual representation. A plug-in of Protégé was developed to translate the visual representation of guideline rules to an internal representation in extensible markup language (XML), which in turn was converted to Jess rules for execution. The overall process is illustrated in Fig. 1.

The Jess rules generator (a small Java program written by the authors) converts the XML representation into a format that Jess can understand (Jess rules). Jess is small, light, and one of the fastest rule engines available. Jess is a famous rule engine and scripting environment written in Java by Ernest Friedman Hill at Sandia National Laboratories [11]. Its powerful scripting language gives us access to all of Java’s APIs. Jess provides a structured way of testing a given format and ultimately provides an executable answer.

Since rule interpretation is the major part of guideline execution, we designed our guideline execution environment on top of Jess. We treated Jess as a library component in a Java application, and divided the guideline execution environment into two parts: a generic part and a rule-specific part. The generic part is pre-built and contains the main program that drives the guideline execution process, including user interaction, patient data retrieval, and activation of Jess. The guideline rules are embodied in Jess rules after the translation process and finally are interpreted by the Jess engine at the command of the main program. In short, a guideline-based CDSS can be synthesized automatically and executed without extra coding.

2.2. Guideline modeling and authoring

We modeled the logic and rules in a guideline using a DG with a visual representation. There are three kinds of nodes in a Protégé’s DG: (1) start node, (2) information node, and (3) terminal node. A start node marks the beginning of a decision process; an information node collects and computes patient health-related data as required by the guideline logic; and a terminal node gives patient-specific recommendations according to the guideline. On the edge between two nodes, we attach a Boolean criterion involving patient information that is derived from the guideline rules. A special criterion named Otherwise is used to simplify the specification of Boolean criteria. The truth values of the Boolean criteria attached on the edges determine a path from the start node to one of the terminal nodes. The idea is quite intuitive; we learn about a patient’s health status step-by-step along the nodes in the graph; and finally a path leads us to a patient-specific recommendation as determined by the guideline. Fig. 2 shows a simplified version of the rules of the ATP III guideline.

Inside a Boolean criterion or an information node, one needs to refer to various data items concerning the patient encountered and other guideline-specific information. These items are like variables in common programming and are defined using the Protégé ontology editor. In addition, we have also provided a few library functions, such as computing the time interval between the period when the laboratory data were first acquired and the current time. If needed, more functions can be easily added using Protégé’s Java API. These variables and function definitions are all sharable and reusable across similar guidelines.

Furthermore, in order to make the process of constructing a DG user-friendly, we made use of the visual support of Protégé which provided a visualized approach to draw the decision graph and to build the Boolean criteria attached on the edges. Fig. 3 displays a screen shot of the guideline authoring environment we developed on top of Protégé. The leftmost column shows the ontology definitions of the data items (Medical Term) and various entities used to construct a DG. The panel in the middle is the visual mechanism for specifying the DG.

2.3. Guideline representation and translation

As stated earlier, rules have to be extracted from a DG and translated into Jess format for execution. A closer look at the structure of a DG reveals that it is an embodiment of a finite state machine (FSM). The nodes of a DG correspond to the states of the associated FSM and the edges specify the transition between two states, while the Boolean criterion attached on an edge decides whether a state transition should be triggered. Hence, what the translator needs to do is to represent the state transition diagram of an FSM in Jess rules. Fig. 4 shows an example of Jess rules generated by the translator.

A major task is the design and translation of an expression language for specifying the Boolean criteria derived from
2.4. Guideline execution environment

The main function of the guideline execution environment is to interpret the Jess rules translated from the guideline as represented in the DG with respect to a specific patient's health data. Hence, an important task is to get the patient's health data from the hospital information system (HIS) and use them during the rule interpretation process. A general solution for this data integration task needs to consider various complex data mapping issues that are beyond the scope of our study. Here we take a simpler approach to solve the problem. In particular, we use a configuration file that specifies the name mapping between the physical data items stored in the HIS database and the logical entities defined in our medical term ontology [12], and a generic data retrieval library component built for loading a patient data given his or her ID number. When the synthesized CDSS is brought up, the data retrieval component is invoked to retrieve the patient's data. The data mapping component then acquires the needed data from the result set and initializes the medical terms declared in the guideline using the configuration file.

Finally, the task of interpreting the guideline rule with respect to the patient's health data is dispatched to the Jess engine. After finishing the interpretation, the Jess engine then reports the result back to the main program, which in turn displays the recommended action to the clinician.

We attempted to establish a system composed of 5 modules, including Swing graphical user interface (GUI), Jess rules,
The components of the CDSS are defined as follows:

1. The interface or Swing GUI is the component that puts the picture on the screen of CPOE in a format that can be interfaced by the guideline users (e.g., physicians).
2. The main program is the manager that controls the flow of execution.
3. Jess engine absorbs the rules and makes a decision; it is the smart part of the system that gives the executable answer.
4. Data access: JDBC allows the CDSS to retrieve patient data and provides a construct for the program to talk to the database, i.e., the librarian function.
5. Jess rules: the actual rules in a format that Jess can understand.

In a summary of methods, except for the guideline authoring application, our tools for synthesizing guideline-based CDSS are all written in Java and integrated with Protégé and Jess. The guideline authoring application is a customized Protégé application with a pre-defined ontology and other related entities that provide a visualized environment for developing guideline representations using DGs. In Protégé, this application is a collection of classes, slots, and instances defined in a project file.

Two other major tools are the XML rule converter and the Jess rule translator. The former is a plug-in embedded into Protégé which can be activated inside the guideline authoring application. Once invoked, the rule converter first does a basic check of the DG under development and then converts it into an augmented representation of the corresponding FSM.
3. Results

We have a CDSS integrated with the ATP III guideline [9]. Therefore, we took historical data of the previous system to evaluate the effectiveness and correctness of the synthesized system. Among the 2514 patient records we tested, 76 produced inconsistent results. After examining these 76 patient records in detail, we found that 70 resulted from using a different version of the criterion on patient's triglycerol (TG) value; our version requires a TG > 1000 mg/dL, while that of the CDSS is a TG > 500 mg/dL. The other six inconsistent results should in fact be attributed to undetected bugs of the CDSS.

4. Discussion

CDSSs have special requirements because they involve patient care, including the need for precision in dosing medication. A 1999 Institute of Medicine (IOM) report estimated that about 80,000 people are hospitalized due to medical errors, and of these, approximately 7000 die annually in the United States [13]. Of these errors, up to 70% are preventable. Similar reports in other countries showed that medication errors indeed have a significant impact on mortality, morbidity, and cost of care [14,15]. Among the 2514 patient records we tested, 76 produced inconsistent results were reported by our system. The result implies that our system can analyze guideline adherence of a patient's HER post hoc.
Our approach to developing guideline-based CDSS takes advantage of the knowledge-base framework of Protégé. Protégé has been used to write the knowledge base (KB) of ATHENA which has been developed as part of a project evaluating the implementation of CPGs for hypertension [12]. In ATHENA, the decision-support component, which makes use of the technology developed in the EON project [16], has two components: a KB written in Protégé that models the guidelines, and a guideline interpreter that applies patient data to create patient specific treatment recommendations consistent with the knowledge in the KB. However, in comparison with the guideline interpreter in ATHENA, Jess is a freeware with high accessibility. Thus, we used Jess as rule engine to interpret the guideline rules. We provide a user-friendly environment to develop easy-to-comprehend visual charts that can model the logic and rules of many guidelines. Moreover, such a visual formalism for representing guidelines is a good medium for both clinicians and software developers to communicate their understanding and opinions. In addition, bugs of the CDSS that are discovered can be corrected at the early stage of guideline implementation.

Admittedly, our knowledge representation model for CPGs is not as general as some other models, such as GLIF III, which is a language for structured representation of guidelines in order to facilitate sharing of clinical guidelines [17]. As to the guideline execution environment, we could have used other methods, such as direct interpretation, to develop our environment. We built it on top of Jess in order to test the feasibility of our approach quickly since the rule translation task is easier than direct interpretation. However, we encountered some difficulties in basing our execution environment on Jess. Specifically, we found that Jess cannot handle user interaction friendly, as it is designed to be a batch-oriented inference engine. If a clinician needs to interact with the patient to collect more data during the guideline steps, we will have to tweak Jess to accomplish such tasks. On the other hand, if we code the execution environment directly as an interpreter of FSMs, we may overcome such difficulties with less effort.

There are certain additional advantages of the CDSS, especially regarding standardization. In other words, as guidelines change, the CDSS code does not change. The only thing that has to be regenerated is the XML and the rules which are then reloaded into the CDSS enabling Jess to execute a new answer.

In addition, if CPG can be written using Protégé, then other hospitals will not have to re-invent the wheel, so to speak. Some systems for viewing and editing the knowledge model were reported [18,19]. The beauty of Protégé is that both humans and computers can read it. Our Jess rule translator can read the rules exported from Protégé and convert them into Jess rules. In addition, since both Protégé and Jess are freeware, readily accessible on the internet, they are commonly available for use.

In the future, we plan to extend our tools in the following directions. First, we will enhance the user interaction capability of our guideline execution framework by replacing the Jess engine with a FSM interpreter developed using the Model-View-Controller pattern [20]. Second, since many guideline rules require certain kinds of temporal analyses on the laboratory data of a patient, we will develop some high-level modeling mechanisms to express common temporal patterns in our guideline model. Finally, we will consider integrating the guideline-based systems with EHR. A potential solution to these problems is the development of a common model for EHR. Recently, we saw significant advances made toward such a model: the proposal of Taiwan Electronic Medical Record Template (TMT) [21]. We will investigate the feasibility of developing a generic data retrieval component based TMT so that the synthesized CDSS can have greater portability in terms of EHR data integration.

5. Conclusions

We have presented a suite of tools on top of Protégé and Jess for developing guideline-based CDSS. Our tools provide a visualized environment for modeling guidelines and a translator for converting the logic and rules of a guideline into Jess rules that are executable in a Java-Jess environment. Once a guideline is properly modeled in the Protégé-based development environment, an executable CDSS in Java is automatically synthesized from the logic and rules of the specified guideline.
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